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Abstract
Metaballs, also known as blobby objects, are a type of implicit modeling technique. We can think of a metaball as a particle (i.e., a point-mass) surrounded by a density field, where the particle density attribute decreases with distance from the particle position. A surface is implied by taking an isosurface through this density field - the higher the isosurface value, the nearer it will be to the particle. The powerful aspect of metaballs is the way they can be combined. We combine the spherical fields of the metaballs by summing the influences on a given point to create smooth surfaces. Once the field is generated, any scalar field visualization technique can be used to render it (e.g., Marching Cubes). Marching Cubes is an algorithm for rendering isosurfaces in volumetric data. The basic notion is that we can define a voxel(cube) by the pixel values at the eight corners of the cube (in 3D). If one or more pixels of the cube have values less than the user-specified isovalue, and one or more have values are greater than this value, we know the voxel must contribute some component to the isosurface. Then we determine which edges of the cube intersects the isosurface and create triangular patches which divides up the cube into regions to represent the isosurface. Then connecting the patches from all cubes on the isosurface boundary allows us to create a surface representation.
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Introduction

What are metaballs? Metaballs are, in computer graphics, organic-looking n-dimensional objects. The technique for rendering metaballs was invented by Jim Blinn [1] in the early 1980s. Metaballs largely made their introduction in the 1990’s through the demoscene: groups of enthusiastic programmers and artists that aimed to create graphical/musical effects that pushed the known limits of older hardware, such as the Commodore 64 and Amiga. The goal of demosceners was to create audio-visual effects in real-time that would impress viewers and confound other demoscene programmers with how the effect was implemented [2, 3]. The metaballs effect gained popularity because of its squishy organic look and feel.

What is the marching cube algorithm? Marching cubes is a computer graphics algorithm, published in the 1987 SIGGRAPH proceedings by Lorensen and Cline [3], for extracting a polygonal mesh of an isosurface from a three-dimensional scalar field (sometimes called voxels). This paper is one of the most cited papers in the computer graphics field. The applications of this algorithm has been applied to multiple fields, including video games, medical visualizations, such as CT and MRI scan data images, and special effects or 3-D modelling with what is usually called metaballs or other metasurfaces. An analogous two-dimensional method is called the marching squares algorithm [2, 4].

Why do we need marching cube algorithm? In 3-dimensional virtual environments and visualisation software, we typically represent shapes and objects with triangles. Hence, the ability to efficiently convert a set of points into a triangular mesh is important. The marching cubes algorithm is one such technique for rendering isosurfaces. The basic notion is that we can define a voxel(cube) by eight pixel values for the eight corners of the cube. If one or more pixels of a cube have values less than the user-specified isovalue, and one or more have values greater than this value, we know that the voxel contributes to the isosurface. By determining which edges of the cube are intersected the isosurface, we can create a triangular patch which divides up the cube between the regions inside and outside the isosurface. Connecting the patches from all cubes allows to formulate a triangulated representation of the isosurface boundary surface.
Examples  Applications of metaballs and marching cubes:
- fluid simulations (e.g., jugs of water and the sea, such as, smoothed particle hydrodynamics)
- soft-body systems composed of point-masses
- x-ray data (i.e., large arrays of scattered points) [5]
- procedural terrain
- tessellation algorithms

1. Overview
This article will focus entirely on 2D and 3D metaballs and isosurfaces. Although an isosurface generally refers to a 3D space, we will show that it can very easily adapted to different dimensions. Simply for our purpose, an isosurface, is a surface created by applying one or more functions to obtain the scalar value for a position in space (for example, the scalar strength of any point in a 3-dimensional potential field). The different sections include:
- we discuss the concept and implementation of metaballs and isosurfaces (i.e., cube marching algorithm)
- we examine the current applications of isosurfaces in the video game and graphic industries
- we investigate the performance issues involved with isosurfaces, and some optimization and approximation enhancements

2. Metaball Mathematics

Scalar Potential Field  Metaballs are described using the implicit Equation 1 below:

$$\sum_{n=1}^{k} \frac{s_n}{||m_n - p||^g} > r$$  \hspace{1cm} (1)

where $m_n$ is location of metaball number n, $s_n$ is size of metaball number n, $k$ is number of balls, $g$ ‘goo’-factor, which affects the way how metaballs are drawn, $r$ is the threshold for metaballs, $p$ is the place vector, and $||x||$ indicates the magnitude (length) of vector $x$.

Normals  Metaballs are described by a force field, as shown in Equation 1, so normal for any given point is easy to calculate with the help of gradient, as shown below in Equation 2:

$$\text{normal} = \nabla \sum_{n=1}^{k} \frac{s_n}{||m_n - p||^g} = \sum_{n=1}^{k} (-g)(s_n) \frac{m_n - p}{||m_n - p||^{2+g}}$$  \hspace{1cm} (2)

3. Marching Cube Algorithm Details

Concept  There are two major components of the marching cube algorithm. The first is deciding how to define the section or sections of the surface which chops up an individual cube. If we classify each corner as either being below or above the isovalue, there are ‘256’ possible configurations of corner classifications. Two of these are trivial; where all points are inside or outside the cube does not contribute to the isosurface. For all other configurations we need to determine where, along each cube edge, the isosurface crosses, and use these edge intersection points to create one or more triangular patches for the isosurface.

Figure 3. Concept 2D - Help visualize the concept of cube marching in 2D.

Figure 4. Possibilities for 2D - Applying the technique to a simple 2D example, shown in Figure 3, we can categorize the different surface values for the 16 possible solutions.

Number of Possibilities  If you account for symmetries, there are really only 14 unique configurations in the 254 possibilities. When there is only one corner less than the isovalue, this forms a single triangle which intersects the edges which meet at this corner, with the patch normal facing away from the corner. Obviously there are 8 related configurations of this sort. By reversing the normal we get 8 configurations which have 7 corners less than the isovalue. We don’t consider these really unique, however. For configurations with 2 corners less than the isovalue, there are 3 unique configurations, depending on whether the corners belong to the same
edge, belong the same face of the cube, or are diagonally positioned relative to each other. For configurations with 3 corners less than the isovalue, there are again 3 unique configurations, depending on whether there are 0, 1, or 2 shared edges (2 shared edges gives you an ‘L’ shape). There are 7 unique configurations when you have 4 corners less than the isovalue, depending on whether there are 0, 2, 3 (3 variants on this one), or 4 shared edges.

Weights Each of the non-trivial configurations results in between 1 and 4 triangles being added to the isosurface. The actual vertices themselves can be computed by interpolation along edges, or default their location to the middle of the edge. The interpolated locations will obviously give better shading calculations and smoother surfaces.

Processing Now that we can create surface patches for a single voxel, we can apply this process to the entire volume. We can process the volume in slabs, where each slab is comprised of 2 slices of pixels. We can either treat each cube independently, or we can propagate edge intersections between cubes which share the edges. This sharing can also be done between adjacent slabs, which increases storage and complexity a bit, but saves in computation time. The sharing of edge/vertex information also results in a more compact model, and one that is more amenable to interpolated shading.

Algorithm Steps An uncomplicated step-by-step implementation to create a marching cube isosurface based on a linear grid, is:

1. construct a grid array (e.g., 3 dimensional array of doubles)
2. using Equation 1 calculate the potential field value for each point in the grid array (i.e., influence of each metaball)
3. iterate through all the points constructing a cube region (i.e., x to x+1, y to y+1 and z to z+1)
4. for each cube region calculate the triangles
4. Further Work

Once you understand the concept of metaballs and the marching cube algorithm, you should be able to expand the concept and create a range of exciting modifications:

- Large number of metaballs floating around in real-time
- Optimize for multi-threading and the GPU (e.g., OpenCL and CUDA)
- Non-linear partitioning of the region
- Tessellating the surface progressively (i.e., recursively subdividing the voxels)
- Apply ‘Smoothed Particle Hydrodynamics (SPH)’ to the metaball movement in combination with the cube marching isosurface calculations to create fluids
- Move beyond ‘squares’ towards other shapes, for example, tetrahedron marching - to generate the isosurface
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1. Appendix

Listing 1. Example implementation of the marching cube algorithm.

```c
typedef struct {
    XYZ p[3];
} TRIANGLE;

typedef struct {
    XYZ p[8];
    double val[8];
} GRIDCELL;

/∗ Given a grid cell and an isolevel, calculate the triangular vertices ∗/
```
Create the triangle

```
371 /* Create the triangle */
372
373 ntriang = 0;
374 for (i=0; triTable[cubeindex][i]!=-1; i+=3) {
375     triangles[ntriang][p[0]] = vertlist[triTable[cubeindex][i]];
376     triangles[ntriang][p[1]] = vertlist[triTable[cubeindex][i+1]];
377     triangles[ntriang][p[2]] = vertlist[triTable[cubeindex][i+2]];
378     ntriang++;
379 }
380 return(ntriang);
381 }
```

Linearly interpolate the position where an isosurface cuts an edge between two vertices, each with their own scalar value

```
384 /* Linearly interpolate the position where an isosurface cuts an edge between two vertices, each with their own scalar value */
385 XYZ VertexInterp(isolevel,p1,p2,valp1,valp2)
386 double isolevel;
387 XYZ p1,p2;
388 double valp1,valp2;
389 {
390     double mu;
391     XYZ p;
392     if (ABS(isolevel−valp1) < 0.00001)
393         return(p1);
394     if (ABS(isolevel−valp2) < 0.00001)
395         return(p2);
396     if (ABS(valp1−valp2) < 0.00001)
397         return(p1);
398     mu = (isolevel−valp1) / (valp2−valp1);
399     p.x = p1.x + mu * (p2.x − p1.x);
400     p.y = p1.y + mu * (p2.y − p1.y);
401     p.z = p1.z + mu * (p2.z − p1.z);
402     return(p);
403 }
```